**IS LAB\_2**

**~ Prof. Dr. Aashka Raval**

✅ **Title 2 :** Implementation of 5x5 Playfair Cipher (Standard)

**🎯 Objective:**

 To implement the classical 5x5 Playfair Cipher encryption and decryption technique.

 To understand symmetric key-based digraph substitution and how it increases cryptographic strength.

**📘 Introduction:**

The **Playfair Cipher** is a classical encryption technique invented in 1854 by Charles Wheatstone and popularized by Lord Playfair. It encrypts text in **pairs of letters (digraphs)** using a 5x5 matrix formed from a secret keyword. Unlike monoalphabetic ciphers, it operates on digraphs, making frequency analysis more difficult and adding strength through positional relationships.

**📚 Concepts Used:**

* Symmetric Key Cryptography
* Digraph Substitution
* 5x5 Matrix Generation using a Keyword (merging I/J)
* Text Preprocessing (sanitization, pair creation)
* Encryption & Decryption Logic Based on Matrix Positioning

**🧠 Logic:**

1. **Matrix Generation**:
   * Remove duplicate letters from the key.
   * Replace ‘J’ with ‘I’ (combine them).
   * Fill the 5x5 matrix with key letters, then remaining unused letters from A-Z.
2. **Text Preprocessing**:
   * Convert plaintext to uppercase, remove non-letters.
   * Replace ‘J’ with ‘I’.
   * Break the text into pairs.
   * Insert ‘X’ between same letters and at the end if needed.
3. **Encryption Rules**:
   * **Same Row**: Replace each letter with the one to its immediate right (wrap around if needed).
   * **Same Column**: Replace each letter with the one directly below.
   * **Rectangle Rule**: Replace each letter with the one in the same row but in the column of the other letter.
4. **Decryption**:
   * Apply the inverse of the above rules.

💻 **Python Code:**

def generate\_matrix(key):

    key = key.upper().replace('J', 'I')

    matrix = []

    used = set()

    for char in key:

        if char not in used and char.isalpha():

            used.add(char)

            matrix.append(char)

    for char in "ABCDEFGHIKLMNOPQRSTUVWXYZ":

        if char not in used:

            used.add(char)

            matrix.append(char)

    return [matrix[i\*5:(i+1)\*5] for i in range(5)]

def find\_position(matrix, char):

    for i, row in enumerate(matrix):

        for j, c in enumerate(row):

            if c == char:

                return i, j

    return None

def process\_text(text):

    text = text.upper().replace('J', 'I')

    text = ''.join(filter(str.isalpha, text))

    result = ""

    i = 0

    while i < len(text):

        a = text[i]

        b = text[i+1] if i + 1 < len(text) else 'X'

        if a == b:

            result += a + 'X'

            i += 1

        else:

            result += a + b

            i += 2

    if len(result) % 2 != 0:

        result += 'X'

    return result

def encrypt\_pair(a, b, matrix):

    r1, c1 = find\_position(matrix, a)

    r2, c2 = find\_position(matrix, b)

    if r1 == r2:

        return matrix[r1][(c1+1)%5] + matrix[r2][(c2+1)%5]

    elif c1 == c2:

        return matrix[(r1+1)%5][c1] + matrix[(r2+1)%5][c2]

    else:

        return matrix[r1][c2] + matrix[r2][c1]

def decrypt\_pair(a, b, matrix):

    r1, c1 = find\_position(matrix, a)

    r2, c2 = find\_position(matrix, b)

    if r1 == r2:

        return matrix[r1][(c1-1)%5] + matrix[r2][(c2-1)%5]

    elif c1 == c2:

        return matrix[(r1-1)%5][c1] + matrix[(r2-1)%5][c2]

    else:

        return matrix[r1][c2] + matrix[r2][c1]

def playfair\_encrypt(plaintext, key):

    matrix = generate\_matrix(key)

    text = process\_text(plaintext)

    encrypted = ''

    for i in range(0, len(text), 2):

        encrypted += encrypt\_pair(text[i], text[i+1], matrix)

    return encrypted

def playfair\_decrypt(ciphertext, key):

    matrix = generate\_matrix(key)

    decrypted = ''

    for i in range(0, len(ciphertext), 2):

        decrypted += decrypt\_pair(ciphertext[i], ciphertext[i+1], matrix)

    return decrypted

choice = input("Enter E to Encrypt or D to Decrypt: ").strip().upper()

key = input("Enter the key: ").strip()

message = input("Enter the message: ").strip()

if choice == 'E':

    encrypted = playfair\_encrypt(message, key)

    print("Encrypted message:", encrypted)

elif choice == 'D':

    decrypted = playfair\_decrypt(message, key)

    print("Decrypted message:", decrypted)

else:

    print("Invalid choice.")

🧪 **Sample Output:**

![](data:image/png;base64,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)

**✅ Conclusion:**

The 5x5 Playfair Cipher introduces the concept of **pair-based encryption**, enhancing security over single-letter substitutions. Through matrix manipulation, it teaches foundational cryptography concepts such as **confusion, diffusion, and key dependency**. It also builds understanding of how classical ciphers form the base of modern symmetric encryption techniques.

**💻 Lab Title 2: Implementation of Reversed Rule Playfair Cipher (5x5 Matrix)**

**🔍 Objective:**

* To implement a modified Playfair Cipher where the decryption logic is reversed.
* To understand how reversing traditional cipher rules can impact cryptographic behavior.

**📘 Introduction:**

The **Reversed Rule Playfair Cipher** is a variation of the classic 5x5 Playfair Cipher. In this version, the encryption logic remains the same, but the **decryption rules are reversed** to test how minor logical inversions affect the cipher strength and outcome.

Instead of moving right or down for decryption (as in standard Playfair), the cipher now uses:

* **Leftward** movement in rows
* **Upward** movement in columns
* **No column swapping** for rectangle-based digraphs (unlike traditional Playfair)

This modified decryption adds an unusual twist and demonstrates how subtle rule changes alter both implementation and results.

**📚 Concepts Used:**

* Digraph-based encryption
* Playfair cipher (5x5 matrix logic)
* Matrix indexing (row/column)
* Symmetric key transformation
* Modified classical cipher decryption

**🧠 Logic:**

**🔑 1. Matrix Construction:**

* Keyword is sanitized: uppercase, no duplicate letters, 'J' replaced by 'I'.
* Fill 5x5 matrix row-wise with unique letters from the key, followed by remaining alphabet.

**🔤 2. Text Preprocessing:**

* Convert input to uppercase, remove non-alphabetic characters, replace 'J' with 'I'.
* Split into letter pairs (digraphs). Insert 'X' if same letters appear together.
* Append 'X' if the final text length is odd.

**🔐 3. Encryption (Standard Playfair Rules):**

* **Same Row** → Replace each letter with the one to its **right**.
* **Same Column** → Replace each letter with the one **below**.
* **Rectangle** → Swap columns of both letters.

**🔓 4. Modified Decryption (Reversed Rules):**

* **Same Row** → Replace each letter with the one to its **left**.
* **Same Column** → Replace each letter with the one **above**.
* **Rectangle** → Do **not** swap columns; retain original column while replacing with opposite corner.

**🧾 Python Code:**

def generate\_matrix(key):

    matrix = []

    seen = set()

    key = key.replace("J", "I").upper()

    for char in key:

        if char.isalpha() and char not in seen:

            seen.add(char)

            matrix.append(char)

    for i in range(65, 91):

        char = chr(i)

        if char == 'J':

            continue

        if char not in seen:

            seen.add(char)

            matrix.append(char)

    final\_matrix = [matrix[i:i+5] for i in range(0, 25, 5)]

    # 🔍 Print the 5x5 Playfair Matrix only once

    print("\nGenerated 5x5 Playfair Matrix:")

    for row in final\_matrix:

        print(" ".join(row))

    return final\_matrix

def find\_position(matrix, char):

    for i in range(5):

        for j in range(5):

            if matrix[i][j] == char:

                return i, j

    return None, None

def prepare\_text(text):

    text = text.upper().replace("J", "I").replace(" ", "")

    i = 0

    prepared = ""

    while i < len(text):

        a = text[i]

        b = text[i+1] if i+1 < len(text) else 'X'

        if a == b:

            prepared += a + 'X'

            i += 1

        else:

            prepared += a + b

            i += 2

    if len(prepared) % 2 != 0:

        prepared += 'X'

    return prepared

def encrypt\_pair(a, b, matrix):

    row1, col1 = find\_position(matrix, a)

    row2, col2 = find\_position(matrix, b)

    if row1 == row2:

        return matrix[row1][(col1 - 1) % 5] + matrix[row2][(col2 - 1) % 5]

    elif col1 == col2:

        return matrix[(row1 - 1) % 5][col1] + matrix[(row2 - 1) % 5][col2]

    else:

        return matrix[row1][col2] + matrix[row2][col1]

def decrypt\_pair(a, b, matrix):

    # Decryption is same as encryption here due to reversed logic

    return encrypt\_pair(a, b, matrix)

def encrypt(text, matrix):

    text = prepare\_text(text)

    cipher = ""

    for i in range(0, len(text), 2):

        cipher += encrypt\_pair(text[i], text[i+1], matrix)

    return cipher

def decrypt(cipher, matrix):

    plain = ""

    for i in range(0, len(cipher), 2):

        plain += decrypt\_pair(cipher[i], cipher[i+1], matrix)

    return plain

# 🔰 Example usage

key = input("Enter key: ")

text = input("Enter plaintext: ")

matrix = generate\_matrix(key)  # Generate and print matrix once

cipher\_text = encrypt(text, matrix)

print("\nEncrypted Text:", cipher\_text)

plain\_text = decrypt(cipher\_text, matrix)

print("Decrypted Text:", plain\_text)

**🧪 Sample Output:**
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**✅ Conclusion:**

The **Reversed Rule Playfair Cipher** highlights how minor variations in classic algorithms influence both encryption behavior and strength. By reversing standard rules during decryption, the method increases confusion, making classical cryptanalysis more difficult and improving educational understanding of cipher behavior.